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Abstract: - As the leading vendor of enterprise business standard software, SAP has recognized the need to adapt their R/3 system to current trends in software development and to meet market needs for Speed of development, flexibility, openness and interoperability. In this paper, we first present SAP’s approach to object-oriented and component-based technology by describing the Business Framework, the concepts of Business Objects, BAPIs, and the Business Object Repository. On this basis, we then analyze current communication architectures and products enabling the interaction of external Java-based software applications with SAP R/3, point out the advantages and disadvantages of different solutions and finally elaborate on potential strategies and steps for driving the evolution of SAP R/3 in order to further increase interoperability, openness and flexibility.
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I. Introduction

The integrated business software system SAP R/3 Covers a wide range of business software requirements from accounting and controlling through Human resources management to project management. Being SAP’s vital software product, R/3 has to be reworked continuously in order to meet the changing market needs and to face competition. Recognizing the demands for interoperability, flexibility, openness, and the trends in software development being based on object-oriented and component-based paradigms, SAP has designed a new architectural framework for R/3 which has made the relatively monolithic system open up and become an integration platform for using so-called “business objects” across business processes and applications. This component- and business object-oriented architecture is called the Business Framework. While a high level of system integration has been maintained in the Business Framework, it has become possible to recombine business components such as “Product Data Management” and “Consolidation and Pricing” originating from different R/3 releases. Furthermore, integration with third party Components (e.g., produced by customers or partners) have become much easier. Figure 1 shows the basic architecture of the Business Framework. The Business Framework consists of:

II. SAP Business Components:

SAP Business Components represent a self-contained software application domain in the enterprise. Each business component consists of a number of SAP Business Objects, whose interfaces, the BAPIs, jointly constitute the interface of the component. Business processes can be implemented entirely within one business component, or they may cross several components. Because of the encapsulation of functionality and the accessibility through clearly defined and stable interfaces, each SAP Business Component has its own software Lifecycle, e.g., each component can be maintained independently of other components.

Figure 1: Business Framework
1.1 SAP Business Objects
SAP Business Objects are abstractions of real world objects from the business domain, such as “Employee”, “Product”, or “Customer”, encapsulating implementation details of data and functionality. The concept of SAP Business Objects shows the Core characteristics of an object-oriented approach: business objects as instances of business object types, encapsulation of data and functionality, inheritance between business object types, and polymorphism in hierarchical inheritance relationships. SAP Business Objects are structured into the following layers (Figure 2):

- **Business object kernel**: contains object data and the core business logic,
- **Integrity layer**: contains business rules and constraints needed to manipulate the object data in a consistent way,
- **Interface layer**: defines the services provided by the object, the input event control and the output events published by the object.
- **Access layer**: describes the technologies (COM/DCOM, Java, CORBA) that can be used to access the object.

![Figure 2.1 Multiple Layers of an SAP Business Objects.](image)

III. Java-Based Access to SAP R/3

Having presented the basic concepts of SAP’s Business Framework approach, we will now concentrate on questions regarding the interoperability provided by this approach. Since Java is one of the most interesting and successful modern object-oriented programming languages, we will emphasize Java-based communication architectures and products for the interaction with R/3.

1.2 Characteristics of Different Communication Architectures
Choosing the “right” communication architecture is not trivial and plays an important role with regard to:

- The integration of different programming languages, operating systems, and computer architectures,
- The integration of existing applications (compatible),
- Portability of source code, • Performance, and scalability. For a Java-based application, there are four possible technologies on which communication with the SAP R/3 System can be based:

  - Remote Method Invocation (RMI), Java Native Interface (JNI), Distributed Component Object Model (DCOM), Common Object Request Broker Architecture (CORBA).

3.2 Available Software Products for Java-Based Access to SAP R/3

For some time now, a number of products have been offered which enable the access of Java-based applications to SAP’s R/3 System. Among them are:

- Visual Edge’s Object Bridge and Madrid for R/3.
- IBM’s Visual Age for Java Enterprise and
- SAP’s Java Remote Function Call (JRFC).

Moreover, there are several libraries for other programming languages (such as C, C++, Delphi, or Perl) which contain programming constructs for the communication with the R/3 system. In the following, we focus on the presentation of the Java-based products.
2. Suggestions for Improvement

Although there are some first signs of interoperability and openness, the drawbacks stated before remain. In order to address these problems, one can think of a number of potential steps to be taken to driving the evolution of R/3. The following suggestions for improvements are not only directed to SAP as the manufacturer of R/3 itself, but also aimed at the great number of SAP customers and others who should jointly articulate their demands for increasing the openness of R/3 and its possibilities for integration with various platforms and programming languages.

IV. Conclusion

After some years of paying lip-service to Java/CORBA without doing much to prove its Support, SAP has been engaging strongly in this area for some time now. An example of this is SAPGUI in Java. This ORBlet communicates with the SAPGUI server via IIOP. The SAPGUI server itself communicates with the R/3 application server using the SAP-specific R/3 Protocol. The great advantages of this application are platform independence, ease of use (provided that the user is able to handle a web browser) and the significant simplification of software distribution. A new version only has to be installed once and is then automatically distributed by the web server. The publication of IDL interfaces for SAP Business Objects and of the initial reference needed for communication could solve this problem and allow interoperability of R/3 and formerly unsupported platforms and programming languages such as Ada, COBOL or Smalltalk.
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